## Problem: Filler

| Input file: | standard input |
| :--- | :--- |
| Output file: | standard output |
| Time limit: | 10 seconds for 10 moves |
| Memory limit: | 64 megabytes |

In this problem you are to play well-known game "Filler". In this case we will consider a field of size $20 \times 20$. Every cell of the field initially is painted in one of 10 colors. Initially first player owns the cell in top-left corner and all cells, which are accessible from top-left by moving to adjacent cells of the same color. Here two cells are considered adjacent if they share a side. Second player owns the cell in bottom-right corner (and all cells accessible from there in the same way).

At every move player can choose any color (except the color of opponent's source cell, top-left or bottom-right respectively) and paint all cells he owns into that color. After that player begins to own all cells which are accessible by moves to adjacent cells of the same color from his initial cell. The game ends when every cell is owned by one of the players or after 400 moves (which os these happens earlier).

## Input

Before every move your program will receive current field state in standard input. You will get 20 lines with 20 numbers in each. After that you will receive an empty line. Every number $a_{i j}$ denotes the color of one cell (colors are numbered from 1 to 10 ). The field will be rotated in such way, that your initial cell will be top-left cell (with coordinates $(0,0)$ ).

## Output

At every move you should output the number of ther color, in which you want to paint your cells. Output an empty line after each move. Don't forget to flush the output buffer after each move. See sample programs for further clarification.

Also please note that your program should not terminate by itself. You can make a dummy read operation after last move to hang without consuming CPU time.

Example clarifies output for one move.

## Examples

| standard input |
| :---: |
| 82492871641762947786 |
| 661225515156754576356 |
| 4113121722886831016101 |
| 98416671355235986155 |
| 1310926104983678323291 |
| 972845510553587997135 |
| 515651106873341031076761106 |
| 6816101051931248971936 |
| 5576328710439125146410 |
| 77367991325177746651 |
| 8684851095577376681083 |
| 5510810188568253367922 |
| 6910343792110879423189 |
| 486111124257518765952 |
| 467103646262108410110655 |
| 4949461710713210831989 |
| 6981088232176276581103 |
| 1079351041010895866487106 |
| 8477153483310567102462 |
| 159361094218766373537 |
| standard output |
| 6 |

Sample program for C ++ :

```
#include <iostream>
#include <fstream>
#include <ctime>
#include <cstdlib>
using namespace std;
const int SZ = 20;
int field[SZ][SZ];
int main()
{
    srand((unsigned)time(NULL));
    int i, j;
    while (1)
    {
        for (i = 0; i < SZ; i++)
        {
            for (j = 0; j < SZ; j++)
            {
                scanf("%d", &field[i][j]);
            }
        }
        int newc = rand() % 10 + 1;
        while (newc == field[SZ - 1][SZ - 1]) newc = rand() % 10 + 1;
        printf("%d\n\n", newc);
        fflush(stdout);
    }
    // to prevent early program termination
    scanf("%d", &i);
    return 0;
}
```

Sample program for Pascal:

```
const SZ = 20;
var field : array[1..SZ, 1..SZ] of integer;
i, j : integer;
newc : integer;
begin
randomize;
while true do begin
            for i := 1 to SZ do begin
                for j := 1 to SZ do begin
                read(field[i, j]);
            end;
            end;
            newc := trunc(random() * 1000) mod 10 + 1;
            while (newc = field[SZ, SZ]) do newc := trunc(random() * 1000) mod 10 + 1;
            writeln(newc);
            writeln;
            flush(output);
    end;
    read(i);
end.
```

